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Abstract: Software Applications needs to be changed constantly as per the requirements of the user or the client. This phase is known as the maintenance phase of a software application. On an average, the cost of software maintenance is more than 50% of all Software Development Life Cycle phases. The main purpose of software maintenance is to modify and update software application after delivery in order to correct faults, enhance the functionality or to improve performance. When the change request (CR) is received from the client the developers have to work upon the request. If the Change Request requires any modification, the application developers have to identify the risk of modifying the program or application before making the actual change. But there is a high chance of making errors in modifying the existing software. Change Impact analysis (CIA) is one of the error prevention technique. It is the process to find the effect of a change in a software application before the changes are made. By equipping developers with automated CIA tools to identify the risk of modifying the application we can minimize the errors.

Impact analysis can be done based on the change request. This paper aims at developing a change impact analysis tool which can be used by the developer during the software maintenance phase. This proposed tool -Strategic Dependency Tracker (SDepTrac) helps the programmer/developer to know “What part of the program (of a Java application) is impacted if a change is to be made to a particular variable / method / class?” with more accuracy compared to the existing tools. It displays the number of lines affected, classes and methods which are going to be affected, if we perform the requested change by considering the data dependency, control dependency and the semantic dependency. Thus the tool helps the developer to identify the impact set and minimizes the human errors and also saves time during the Maintenance phase.
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I. INTRODUCTION

During the maintenance phase, developers carry out adaptive, corrective, perfective, and preventive activities. The maintenance phase activities initiate a set of changes in the software system [1].

Software developer should be able to make the change accurately without affecting the existing workflows of the software application. A developer should be well versed in analyzing the potential impacts of the new changes. A recent survey has identified unknown impacts as the biggest impediment for implementing new changes. Thus “Change Impact Analysis” is having greater significance in the software Industries.

Software change impact analysis (CIA) is a technique for predicting the potential effects of changes before they are made, or measuring the potential effects of changes after they are made[5]. According to recent studies, software system developers are prone to fail in assessing some impacts on the systems they have built in certain cases. It would be difficult to identify the impacts of a proposed change as the software system becomes larger. Even an experienced developer may not guarantee to cover all potential impacts of a change. CIA is used to minimize the unexpected side effects of a proposed change [5,7]. So the proposed CIA tool, SDepTrac will be helpful to the developer to identify the impacted lines of code in an Java application [6].

In the next section-II the proposed algorithm and implementation steps used for identifying the final impacted set corresponding to a given change request by using the BOW concept are discussed. The Bag Of Words concept which is used to construct a knowledge base consisting of required words[4]. In section-III the results of the proposed work are discussed.

II. METHODOLOGY

A. Proposed Work

Each Change Request (CR) is represented as a BOW entity consisting of corresponding CR Summary and Description. From the data retrieved from repositories the corpus is created that represents knowledge base against which new change requests will be evaluated [4]. Using this knowledge base, data, classes and method impacts for new change requests are found by following the steps of SDepTrac Algorithm. The algorithm takes as input the change request and the path of the folder which consists of the java files of the application to be checked. The query CR represents the new CR, for which variable, class and method impact needs are to be identified [2]. The existing CRs are checked to find whether the similar CR exists, otherwise it is added to the list of existing CRs. If the CR already exists it displays the impacted classes, methods and lines of code without recalculating.

B. Proposed Algorithm ( SDepTrac )

Input: CRi and the Application folder // CRi is the input change request

Output: File containing the lines and files affected due to CRi
Step 1: Takes the input Application folder which contains multiple files and starts the procedure by sending each file to the method bow ( )
Step 2: Extract all the classes, methods and variables in the input application
Step 3: Take the CR (change request) from the developer and checks if the CRi is already there in the output file or not.
Step 4: if (CRi not in file) then
    Add CRi to existing CRs
Else displays the corresponding file contents and halts.
Step 5: Identify if any variable v is present in the CRi.
Step 6: Check whether the variable v present in the CRi is found in the input files and also identify the variables, methods and classes impacted due to the change in variable v.
Step 7: Else If CRi contains a class name c, then First extract input files containing the classname and also the inherited classes/impacted classes.
Step 8: Else If CRi contains a method name m, then identify the variables methods and classes impacted due to m.
Step 9: Finally it opens a new file containing the lines affected with the file number and line number due to input change request CRi.

C. Implementation Steps

- Classification Of Elements:
  The Change request given to the programmer is tokenized with their respective parts of speech and these tags can be used to classify the names given in the CR into variable names, class names and method names [4].

- Getting the Impact Set:
  In this phase, we give the output of the first phase to this where variable names, class names and method names are going to be searched in the application and it finds in which files the class resides. It also displays the classes and methods which are going to be affected if we perform that change by considering the data dependency, control dependency and the semantic dependency [3,7].

- Performance Metrics:
  Accuracy, Precision and Recall are the evaluation measures used for studying the performance of the SDepTrac tool developed. Recall and Precision are widely used measures in information retrieval systems [5,7].

A confusion matrix in Fig.1 is often used to describe the performance of a classification model on a set of test data for which the true values are known. It shows how the actual values differ from the predicted values with these four attributes.

<table>
<thead>
<tr>
<th>Actual Class</th>
<th>Predicted Class</th>
</tr>
</thead>
<tbody>
<tr>
<td>Negative</td>
<td>Positive</td>
</tr>
</tbody>
</table>

Fig. 1: Confusion matrix

Accuracy is the proportion of correct classifications from overall number of cases.

\[
\text{Accuracy} = \frac{\text{truepositives} + \text{truenegatives}}{\text{total samples}}
\]

Recall is the proportion of correct positive classifications from the actual positive cases.

\[
\text{Recall} = \frac{\text{truepositives}}{\text{truepositives} + \text{false negatives}}
\]

Precision is the proportion of correct positive classifications from the predicted positive cases.

\[
\text{Precision} = \frac{\text{truepositives}}{\text{truepositives} + \text{false positives}}
\]

The below Table-I shows the sample Change Requests along with the TP, TN, FP, FN and Accuracy values.

<table>
<thead>
<tr>
<th>CHANGE REQUEST</th>
<th>True Positive</th>
<th>True Negative</th>
<th>False Positive</th>
<th>False Negative</th>
<th>Accuracy</th>
</tr>
</thead>
<tbody>
<tr>
<td>Change the variable s1</td>
<td>25</td>
<td>10</td>
<td>5</td>
<td>15</td>
<td>0.800</td>
</tr>
<tr>
<td>Change the variable k2</td>
<td>7</td>
<td>5</td>
<td>2</td>
<td>2</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the element of frame</td>
<td>5</td>
<td>3</td>
<td>2</td>
<td>2</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the variable k3</td>
<td>10</td>
<td>5</td>
<td>2</td>
<td>3</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the element of frame</td>
<td>3</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the class Student</td>
<td>10</td>
<td>5</td>
<td>2</td>
<td>3</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the class Library</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0.500</td>
</tr>
<tr>
<td>Change the class Book</td>
<td>10</td>
<td>5</td>
<td>2</td>
<td>3</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the class Ph.D.</td>
<td>10</td>
<td>5</td>
<td>2</td>
<td>3</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the class E-Book</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0.500</td>
</tr>
<tr>
<td>Change the class Jour</td>
<td>4</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>0.500</td>
</tr>
<tr>
<td>Change the class 3</td>
<td>10</td>
<td>5</td>
<td>2</td>
<td>3</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the class S-Book</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0.500</td>
</tr>
<tr>
<td>Change the class K-Book</td>
<td>4</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>0.500</td>
</tr>
<tr>
<td>Change the class T-Book</td>
<td>10</td>
<td>5</td>
<td>2</td>
<td>3</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the class E-Book</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0.500</td>
</tr>
<tr>
<td>Change the class Jour</td>
<td>4</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>0.500</td>
</tr>
<tr>
<td>Change the class 3</td>
<td>10</td>
<td>5</td>
<td>2</td>
<td>3</td>
<td>0.667</td>
</tr>
<tr>
<td>Change the class S-Book</td>
<td>2</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>0.500</td>
</tr>
</tbody>
</table>

Average accuracy = 0.666666

III. RESULTS AND DISCUSSION

Three Applications were taken for testing the accuracy of the Tool developed [8,9].
The average of the accuracy of these three applications is considered to find the accuracy for the designed Tool.

By considering the following code snippet [in Fig.2] of the program which is to be modified as per the change request, the accuracy is calculated.

```
5    int i=0;
6    int j=0;
7    if(j==0)
8    {
9        System.out.println(j);
10    }
```

Fig.2: Application - Code Snippet

Change Request : Change variable i.
Application Generated Results:
True positives=2(line 5, line 6)
True Negatives=1(Line 7)
False Positive=1(Line 9)
False Negative=2(Line 7,Line 9)

Manually Calculated Results:
True positives=2(line 5, line 6)
True Negatives=1(Line 7)
False Positive=1(Line 9)
False Negative=1(Line 7)
Accuracy= (TP+TN)/total of application generated
=(3)/4   =75%

The below figure Fig.3 shows the No of lines affected according to the above change request.

```
Enter change requests change the variable b
CH: [environmental,relative,auxiliary,aAA,paBB,dbBB,daBB,ttBB]
The number of lines in the file are 57
The number of lines affected due to this variable change are 17
The affected position due to variables are ['public', 'abstract', 'true', 'false', 'numbers', 'ln.testInt0', 'pub

class testa(0)', 'metaTest(0)', 'cmp', 'check_prime(b1)', 'if(i==0, 'a%==2')', 'bw', 'numbers', 'class affected are
['hello', 'second', 'time']

[false second,Boolean check_prime]
```

Fig. 3: Output of the SDepTracTool showing the no of lines affected

The accuracy of the 3 applications under consideration are calculated and shown in the following figures, for a given set of change requests.

Fig.4 shows the accuracy graph for the Banking Application.

```
Accuracy Graph for program Banking
```

The following figure Fig.5 shows the accuracy graph for Time Application.

```
Accuracy Graph for program time
```

The following Figure Fig. 6 shows the accuracy graph for Library Application.
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The average accuracy of the above mentioned 3 Applications – Banking Application, Time Application and Library Application is calculated and shown in the below Figure Fig.7 and in Table-II.

### Table-II shows the average accuracy of the applications tested

<table>
<thead>
<tr>
<th>S.No</th>
<th>Application Tested</th>
<th>Average Accuracy (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Time Application</td>
<td>88</td>
</tr>
<tr>
<td>2</td>
<td>Banking Application</td>
<td>94</td>
</tr>
<tr>
<td>3</td>
<td>Library Management</td>
<td>98</td>
</tr>
</tbody>
</table>

### IV. CONCLUSION AND FUTURE WORK

This paper describes the significance of Change Impact Analysis during the maintenance phase. The software Tool called SDepTrac is developed to assist the developer / programmer in identifying the impacted changes based on the given Change Request. The SDepTrac Tool has been implemented in python. It takes the input as a folder having java files and verifies each and every line of each file and displays the impacted lines along with the method and class names. The result shows the average accuracy of 93%. The accuracy may vary for different applications. The accuracy was calculated by using the manual result and comparing with the results generated by the Tool. The tool has been tested on three Java applications.

The limitation of this tool is that it will work only on Java Applications. The public domain applications have been used in this paper to demonstrate the working of the tool. The tool can be further enhanced for supporting wide range of developers Eg:- implementing for multiple languages, Prioritizing the impacted files, Estimating the right resource count based on the impacted set.
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