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Abstract: Reuse is the elementary and essential attribute of the component-based software engineering. Reusability focuses on building huge and complex software through assembling prefabricated software constructs. In this paper, our emphasis is on to analyze and quantify the two core notions of component-based software, that is, reusability and interaction behavior of the components with the goal of minimum complexity generation. We analyse prominent works available in the literature in the area of reuse and interaction complexities. We examine and estimate reusability complexities of components in Component-Based Software Engineering and we propose efficient and useful metrics to compute the reusability of components. Reusability metrics are defined for individual components as well as overall system level. Different types of components are defined on the basis of their reusability, that is, components that can be reused as it is, and tailored components. To define the metrics we have used lines-of-code as the basic parameter due to its simplicity and countability. We proposed a metrics which select the best component on the basis LOC based complexity. We compare IRMCcTotal-i metrics with SCCp metrics and SCCr metrics and analyzes that negative relationship between SCCp and IRMCcTotal-i shows low portability and positive relationship between SCCr and IRMCcTotal-i shows high portability.
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1. INTRODUCTION

As a process software engineering includes documentation, design, program, test, and maintenance which can be measured statistically. The prime requirement of this process is to efficiently monitor the quality of software. Early prediction of software cost and quality is important for better software planning and controlling. In early development phases, design complexity metrics are considered as useful indicators of a software testing effort and some quality attributes. Due to the appearance of certain factors that affect the quality of software, many practitioners believe that there is a direct relationship between internal attributes such as cost, effort, LOC, speed or memory and external software product attributes such as functionality, quality, complexity, efficiency, reliability or maintainability [11]. For example, a higher number of lines of code or code lines will lead to greater software complexity and so on.

With the ever-increasing complexity of software applications and reducing development time, the software quality and trustworthiness have become an essential concern of the software business. To deal with the software quality, its development time and cost, a Component-Based Software Development (CBSD) is the best approach to be adopted. Component-Based Software Engineering (CBSE) is best practice to reduce the complication of the process. The primarily concerned behind the software development from pre-developed modules is to implement the concept of reusability in appropriate interacted manner. Its major objective is to reduce the software development cost and time by reusing available components, including third-party and internal developed components. CBSD demands high quality components to achieve its goals achieve its goals, which requires effective reusability and interaction metrics.

Reusability

Implementing the concept of reusability means developing software systems (or components) by assembling prefabricated components. In order to identify prefabricated components efficiently, a reusable quality base with results from previous software development activities is needed. The intention behind the concept of Component-Based Software Development (CBSD) is to increase the basic characteristic of software i.e reusability. CBSD is a software engineering methodology that aims to design and develop software systems using reusable components [2, 3, 4, 5, 6, 7,8]. Components are used as the basic building blocks in CBSD. Rather than developing new code, in this paradigm, we reuse and integrate existing components. Integration of these components is based on defined specifications and design architectures using predefined interfaces [1, 9, 10, 11, 12,13]. Interaction among the components in Component-Based Software Development Integration and Interaction among the components according to the user’s specification of requirements are very difficult to implement because software components are usually designed and developed in an isolated environment. When these components deploy later in another software system, software components may need to be configured or customized in a different environment. Therefore, when analyzing the interaction among the components, we can expect to encounter more uncertainties than with traditional software systems.

We classify software metrics on the basis of their inception in software life cycle. The arrangement of 8 popular metrics sets, which are listed in the [14] is shown in Table 1.
Halstead Software Science Indicators. Cyclomatic complexity using McCabe’s method to compute the component’s complexity. Regularity measures the component’s implementation economy, and Reuse occurrence frequency that is not direct measure of the functional usefulness.

Chen et al. [17] presented their findings based on a large number of reused components. They computed size, program volume, program level, difficulty to develop, and effort for all these reused components. Their conclusion is that to increase the productivity we should decrease the values of these metrics.

Gregory [18] defines the theory of function, form, and similarity to compute the software reusability. Function defines the actions of a component, form characterizes the attributes like structure and size and the similarity identifies the common properties of components. The author uses the well-defined metrics like McCabe’s complexity metric in his calculation.

Lee and Chang [19] suggested metrics including the complexity and modularity of components to guess the reusability and maintainability in object-oriented applications. They defined complexity metrics as Internal-External Class Complexity and modularity metrics as Class Cohesion Coupling.

### B. Interaction and Integration complexities


Slyngstad N. P. O. [11], reported that the results of an investigation on the defect, bugs, errors, fault, failure and change densities for individual components in a model of reusable software components. This study contributes towards our investigation of software evolution impact on individual reusable components.

### II. BACKGROUND

#### A. Reusability

Component-Based Software Engineering addresses the expectations and requirements of the customers and users as other branches of Software Engineering do. It follows all the development steps and phases as other development paradigms. The standard Software Engineering principles are applicable to the applications developed through Component-Based Software Engineering. Reusability presents the development team to concentrate on the quality aspects of the software [15]. Component-Based Software development emphasizes “development with reuse” as well as “development for reuse”. Development with reuse focuses on the identification, selection, and composition of reusable components. The property of reusability is not applied only to develop the whole system but also to develop the individual components. The development for reuse is concerned with the development of such components that may be used and then reused in many applications, in similar and heterogeneous contexts. Review work is broadly divided into two issues, namely, reusability of components, interaction and interaction complexities

Reusability is the most important aspect of Component-Based Software Development. Software reusability defines the effective reuse of pre-designed and tested parts of experienced software in new applications. In CBSE, we integrate components of all classes according to the design architecture and applications requirements. There are some components for which code is not available called Black-Box components; some components may be available with their code and documentation, which are known as White-Box components. In literature, various researchers have classified software reusability quantification methods into different categories.

Prieto et al. [14] defined some attributes of a program and related metrics to compute reusability in their work. They proposed that reusability metrics on the basis of size and program structure, along with documentation and programming language reuse experience. Further, they used lines of code to count the size, Cyclomatic complexity for structure, rating from 0 to 10 for documentation, inter-module language dependency to estimate the difficulty of modification and experience of using same module.

Calderia and Basili [16] proposed one of the earliest methods to identify and qualify reusable components. They defined cost, usability, and quality as the three factors affecting the reusability. They characterized components reusability using four metrics: Volume like operands and operators, using

### Table 1

<table>
<thead>
<tr>
<th>Metrics</th>
<th>Analysis</th>
<th>Design</th>
<th>Coding</th>
<th>Maintenance</th>
</tr>
</thead>
<tbody>
<tr>
<td>McCabe</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Halstead</td>
<td>No</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Line Of Code</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Error Count</td>
<td>No</td>
<td>No</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Object-Oriented Class Metrics</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
<td>No</td>
</tr>
<tr>
<td>Software Package Metrics</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Cohesion</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
<tr>
<td>Coupling</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
<td>No</td>
</tr>
</tbody>
</table>

### Table 2 interaction and reusability metrics

<table>
<thead>
<tr>
<th>S.No</th>
<th>Paper</th>
<th>Parameter</th>
<th>Sub Parameter</th>
<th>Interaction Metric</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>[20]</td>
<td>component quality analysis</td>
<td>testing, debugging and maintenance</td>
<td>Component Interface Complexity Metric (CICM)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>classes or use cases</td>
<td>costs of component acquisition and integration</td>
<td>Component Size Metric (CSM)</td>
</tr>
<tr>
<td>2</td>
<td>[21]</td>
<td>Interaction between components</td>
<td>Incoming interactions(I_A) and Outgoing Interaction(O_A)</td>
<td>Component interaction metric (CIM)</td>
</tr>
</tbody>
</table>
### Interaction density among components

<table>
<thead>
<tr>
<th>Interaction density among components</th>
<th>I: Input interactions, O: Output interactions, ( I_{\text{max}} ): max no. of input interaction, ( O_{\text{max}} ): max no. output interactions</th>
<th>Actual interactions metric (AIM)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Total interactions performed metric (TIP M)</td>
<td>Complete interactions metric (CpIM)</td>
<td>Direct component coupling metrics (DCMCM)</td>
</tr>
<tr>
<td>Direct component coupling metrics (DCMCM)</td>
<td>Indirect component coupling metrics (IDCMCM)</td>
<td></td>
</tr>
</tbody>
</table>

### Coupling

3 [22] Interaction

Incoming and Outgoing interaction

- % age of Component Interactions (CI %)

### Interaction

3 [23] Components of System

Graph: \( G=(N,E) \) where \( N \) = vertices (called components) and \( E \) = edges the set of dependencies (path) between the components

<table>
<thead>
<tr>
<th>Component Dependancy Metric (CDM)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Components of system</td>
</tr>
<tr>
<td>Dependency oriented complexity metric (DOCM)</td>
</tr>
</tbody>
</table>

4 [24] Coupling

No of request for the service among the components

<table>
<thead>
<tr>
<th>Component Interaction Complexity Metric (CIDM)</th>
</tr>
</thead>
<tbody>
<tr>
<td>System coupling metrics (SCOP)</td>
</tr>
</tbody>
</table>

5 [25] Reusability

<table>
<thead>
<tr>
<th>System cohesion metrics (SCOM)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reusability</td>
</tr>
<tr>
<td>System actual interface metrics (SAIM)</td>
</tr>
</tbody>
</table>

6 [26] Coupling

FICM(BB) = Fan-in Complexity Metric (measures the coupling due to incoming data) and FOCM(BB) = Fan-out complexity

<table>
<thead>
<tr>
<th>Component coupling complexity metric for black box component CCCM(BB)</th>
</tr>
</thead>
<tbody>
<tr>
<td>7 [27] Reusability</td>
</tr>
<tr>
<td>Component complexity metric</td>
</tr>
</tbody>
</table>

### III. METHODOLOGY

To identify the reusability of components, we define the ‘Reusability-matrix’ using Reusability-metric. We also proposed, two levels of Reusability-metrics: Individual Component level and CCBS System level. For Reusability-metric we define 3 types of Line of Code of a component:
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IndependentLOC(i.e.LOCcIndpt),ReusableLOC(i.e.LOCcReusab),TailoredLOC(i.e.LOCcTailrd),TotalLOC(i.e.LOCcTotal).

**Use**

**Total LOC (LOCcTotal):** It is defined as the summation of the used line of code and independent line of code.

\[
\text{LOCcTotal} = \text{LOCcIndpt} + \text{LOCcReusab} + \text{LOCcTailrd}
\]

(i) ReusableLOC(LOCcReusab): ReusableLOCs comprise of ready-to-useLOC and TailoredLOCs of a component.

\[
\text{LOCcReusab} = \text{LOCcTailrd} + \text{LOCcready}
\]

(ii) TailoredLOC (LOCcTailrd): TailoredLOCs consist of major and minor customized LOCs. TailoredLOCs come under the category of reusableLOCs but cannot be reused exactly. TailoredLOCs require fully or partially changes in the code.

\[
\text{LOCcTailrd} = \text{LOCcfully} + \text{LOCtpartially}
\]

(iii) IndependentLOC (LOCcIndpt): IndependentLOC of a component is a difference of TotalLOC and ReusableLOC.

\[
\text{LOCcIndpt} = \text{LOCcTotal} - \text{LOCcReusab}
\]

(iv) **(i) Individual Component level Reusability-Metric (IRMCi)**

Using Line of codes, Reusability-metric at the individual component level is defined as the ratio between the total number of reused line of code of the component and the total number of Line of codes of that component.

\[
\text{IRMCi} = \frac{\text{LOCcReusab} - 1}{\text{LOCcTotal} - 1}
\]

(v) **(ii) CCBS System level Reusability-Metric (SRMCCCBS)**

In this section, Reusability-metric is computed by counting the number of IndependentLOC, partially-tailored LOC, fully-tailored LOC and ready-to-use LOC line of code of the Complete Component-Based Software (i.e.CCBS). Here, reusability-metric is defined as the ratio between the total reused line of codes of all the components and the total line of codes of the CCBS application, as:

\[
\text{SRMCCCBS} = \frac{\sum \text{LOCcReusab}}{\sum \text{LOCcTotal}}
\]

(vi) In this paper, LOC Reusability-metric for the following category of components is defined:

- **Tailored components, which includes fully-tailored and partially-tailored components.**
- **Ready-to-use components, which can be reused without any modification.**

Tailored Reusability-Metric (RMcTailored) : Tailored components are the components which can put up with existing requirements, design, code, or test cases with slight or key modifications. On the basis of the degree of modifications, tailored components are divided into two categories:

**A. Fully-tailoredcomponents, and**

B. **Partially-tailoredcomponents.**

Fully-Tailored components are the components which require no modification or a slight degree of modification, and partially-tailored components are the components which require a key degree of modification.

On basis of the degree of modifications, we have two conditions in each category (fully-tailored components, and partially-tailored components):

**Condition 1: Individual Component level tailored Reusability-metric, and**

**Condition 2: CCBS system level tailored Reusability-metric.**

In this paper, reusability assessment in both the terms is defined, that is, in terms of the line of codes of individual components as well as in terms of a line of codes of system level.

Fully-Tailored Components:

**Condition 1: Individual Component Level fully tailored Reusability-Metric (IRMCi):**

Fully-tailored components require a slight modification to fit into the new contexts. At the component level, reusability is assessed in terms of individual component LOC. Reusability-metric is described for fully-tailored components in three different contexts:

(i) When complete line of codes of component are involved

It is the condition when the ratio of fully-tailored LOC of a particular component Ci is taken with the total number of lines of the code of that component. This is defined as:

\[
\text{IRMCi} = \frac{\text{LOCcfully} - \text{tailrd} - 1}{\text{LOCcTotal} - 1}
\]

(vii) **(ii) When only reusable line of codes of component are involved :**

It is the condition when the ratio of fully-tailored LOC of a particular component Ci is taken with the total number of reusable line of code of that component. This is defined as:

\[
\text{IRMCi} = \frac{\text{LOCcfully} - \text{tailrd} - 1}{\text{LOCcTotal} - 1}
\]

(viii) **(iii) When only tailored line of codes of component are involved :**

It is the condition when the ratio of fully-tailored LOC of a particular component Ci is taken with the total number of reusable line of code of that component. This is defined as:

\[
\text{IRMCi} = \frac{\text{LOCcfully} - \text{tailrd} - 1}{\text{LOCcTailrd} - 1}
\]

(ix) where, a tailored line of code (LOCcTailrd - i ) represents the collection of fully-tailoredLOC and partially-tailoredLOC of an individual component, from Equation (iii).
Condition 2: CCBS system level fully tailored Reusability-metric.Individual(RMCCCBS-fully-Tailored):
We can also define tailored Reusability-metric in the following three different contexts in terms of count of components:

(i) when the total line of codes count of components are considered
In this case, the ratio is taken in the context of a total number of components participating in the CCBS system. Here, the total numbers of fully-tailored reused components are divided by the total numbers of components involved in the CCBS development.

\[
SRMCCCBS - \text{fully} - \tau\text{ailrd} = \frac{\sum_{C_i} L\text{OC}_{C_i \text{fully-tailored}}}{\sum_{C_i} L\text{OC}_{C_i \text{Total}}} \tag{x}
\]

(ii) When only reusable line of codes of components are involved
It is the condition when the ratio of fully-tailored LOC of a particular component \( C_i \) is taken with the total number of reusable line of code of that component. This is defined as:

\[
SRMCCCBS - \text{fully} - \tau\text{ailrd} = \frac{L\text{OC}_{C_{i \text{fully-tailored}}}}{L\text{OC}_{C_{i \text{Reusab}}}} \tag{xii}
\]

(iii) When only tailored line of codes of components are involved
It is the condition when the ratio of fully-tailored LOC of a particular component \( C_i \) is taken with the total number of reusable line of code of that component. This is defined as:

\[
IRMC_{\text{partially-tailored}} = \frac{L\text{OC}_{C_{i \text{partially-tailored}}}}{L\text{OC}_{C_{i \text{Total}}}} \tag{xi}
\]

where, a total reusable line of code \( (L\text{OC}_{C_{i \text{Reusab}}}) \) represents the collection of ready-to-useLOC and tailoredLOC of an individual component, from Equation (ii).

We can also define tailored Reusability-metric in the following three different contexts in terms of count of components:

(i) in terms of total code count of components
In this case, the ratio is taken in the context of a total number of components participating in the CCBS system. Here, the total numbers of partially-tailored reused components are divided by the total numbers of line of code involved in the CCBS development.

\[
SRMCCCBS - \text{fully} - \tau\text{ailrd} = \frac{L\text{OC}_{C_{i \text{fully-tailored}}}}{L\text{OC}_{C_{i \text{Reusab}}}} \tag{xi}
\]

(ii) When only reusable line of codes of components are involved
It is the condition when the ratio of partially-tailored LOC of a particular component \( C_i \) is taken with the total number of reusable line of code of that component. This is defined as:

\[
SRMCCCBS - \text{partially} - \tau\text{ailrd} = \frac{L\text{OC}_{C_{i \text{partially-tailored}}}}{L\text{OC}_{C_{i \text{Total}}}} \tag{xvii}
\]

(iii) When only tailored line of codes of components are involved
It is the condition when the ratio of partially-tailored LOC of a particular component \( C_i \) is taken with the total number of reusable line of code of that component. This is defined as:

\[
IRMC_{\text{partially-tailored}} = \frac{L\text{OC}_{C_{i \text{partially-tailored}}}}{L\text{OC}_{C_{i \text{Total}}}} \tag{xviii}
\]

where, a total reusable line of code \( (L\text{OC}_{C_{i \text{Reusab}}}) \) represents the collection of ready-to-useLOC and tailoredLOC of an individual component, from Equation (ii).

Partially-Tailored Components:

Condition 1: Individual Component Level partially tailored Reusability-Metric \( \text{IRMCPartially-tailored-i):} \)
Partially-tailored components require a key degree of modification to fit into the new contexts. At the component level, reusability is assessed in terms of individual component LOC. Reusability-metric is described for partially-tailored components in three different contexts:

(i) When complete line of codes of component are involved
It is the condition when the ratio of partially-tailored LOC of a particular component \( C_i \) is taken with the total number of line of code of that component. This is defined as:

\[
IRMC_{\text{partially-tailored}} - i = \frac{L\text{OC}_{C_{i \text{partially-tailored}}}}{L\text{OC}_{C_{i \text{Total}}}} \tag{xiii}
\]

(ii) When only reusable line of codes of component are involved
It is the condition when the ratio of partially-tailored LOC of a particular component \( C_i \) is taken with the total number of reusable line of code of that component. This is defined as:

\[
IRMC_{\text{partially-tailored}} - i = \frac{L\text{OC}_{C_{i \text{partially-tailored}}}}{L\text{OC}_{C_{i \text{Reusab}}}} \tag{xiv}
\]

Experimental Analysis of Proposed Metrics
Suppose we have six components for the same task and have to select one component among the six components in such a manner that it reduce the effort, cost and complexity of software. Six components along with corresponding LOCs given in Table 3
Table 3

<table>
<thead>
<tr>
<th>Line Of Code</th>
<th>C1</th>
<th>C2</th>
<th>C3</th>
<th>C4</th>
<th>C5</th>
<th>C6</th>
</tr>
</thead>
<tbody>
<tr>
<td>LOCCTotall-i</td>
<td>600</td>
<td>620</td>
<td>580</td>
<td>570</td>
<td>480</td>
<td>600</td>
</tr>
<tr>
<td>LOCcfull-tailrd-i</td>
<td>140</td>
<td>220</td>
<td>100</td>
<td>300</td>
<td>140</td>
<td>300</td>
</tr>
<tr>
<td>LOCpartially-tailrd-i</td>
<td>300</td>
<td>230</td>
<td>280</td>
<td>120</td>
<td>200</td>
<td>140</td>
</tr>
<tr>
<td>LOCready-to-use-i</td>
<td>100</td>
<td>90</td>
<td>130</td>
<td>60</td>
<td>50</td>
<td>110</td>
</tr>
</tbody>
</table>

Now using Table 3 and Equation ii, Equation iii, Equation iv we can calculate Reusability (LOCcReusab), Tailored (LOCcTailrd) and independent (LOCcIndpt) line of codes of the candidate components.

Table 4 Reusable, Tailored and Independent line of codes of 6 Candidate Components

<table>
<thead>
<tr>
<th>Line Of Codes</th>
<th>C1</th>
<th>C2</th>
<th>C3</th>
<th>C4</th>
<th>C5</th>
<th>C6</th>
</tr>
</thead>
<tbody>
<tr>
<td>LOCcReusab</td>
<td>540</td>
<td>540</td>
<td>510</td>
<td>480</td>
<td>390</td>
<td>440</td>
</tr>
<tr>
<td>LOCcTailrd</td>
<td>440</td>
<td>450</td>
<td>380</td>
<td>420</td>
<td>340</td>
<td>340</td>
</tr>
<tr>
<td>LOCcIndpt</td>
<td>60</td>
<td>80</td>
<td>70</td>
<td>90</td>
<td>90</td>
<td>70</td>
</tr>
</tbody>
</table>

With the help of Table 3 and Table 4 now we can draw the Reusability-matrix for six candidate components using the Reusability-metric method.

Case 1: Reusability-matrix when all parts of the components are involved in the computation.

Applying the values given in Table 3 and Table 4 on Equation (v), Equation (xvii), Equation (xviii) respectively, we assess the values of Reusability-metrics of component Ci in the context when calculations are made in terms of all parts of the component. Case 1 is Independent and Reusable. These computations are shown in Table 5

Table 5 Reusability-Matrix when Independent and the reusable Line of Codes are involved

<table>
<thead>
<tr>
<th>Line Of Code</th>
<th>C1</th>
<th>C2</th>
<th>C3</th>
<th>C4</th>
<th>C5</th>
<th>C6</th>
</tr>
</thead>
<tbody>
<tr>
<td>IRMCcTotal-i</td>
<td>0.9</td>
<td>0.87</td>
<td>0.88</td>
<td>0.8</td>
<td>4</td>
<td>81</td>
</tr>
<tr>
<td>IRMCcfully-tailrd-i</td>
<td>0.23</td>
<td>0.35</td>
<td>0.17</td>
<td>0.5</td>
<td>0</td>
<td>29</td>
</tr>
<tr>
<td>IRMCpartially-tailrd-i</td>
<td>0.5</td>
<td>0.37</td>
<td>0.48</td>
<td>0.2</td>
<td>1</td>
<td>42</td>
</tr>
<tr>
<td>IRMCready-to-use-i</td>
<td>0.17</td>
<td>0</td>
<td>0.22</td>
<td>0.1</td>
<td>0</td>
<td>2</td>
</tr>
</tbody>
</table>

Case 2: Reusability-matrix when the only reusable line of codes is involved.

Table 6 Reusability-Matrix when only Reusable line of codes of the Component is involved

<table>
<thead>
<tr>
<th>Reusability Matrix</th>
<th>C1</th>
<th>C2</th>
<th>C3</th>
<th>C4</th>
<th>C5</th>
<th>C6</th>
</tr>
</thead>
<tbody>
<tr>
<td>LOCcfully-tailrd-i</td>
<td>0.26</td>
<td>0.41</td>
<td>0.20</td>
<td>0.6</td>
<td>2</td>
<td>0.3</td>
</tr>
<tr>
<td>LOCcready-to-use</td>
<td>0.18</td>
<td>0.17</td>
<td>0.25</td>
<td>0.1</td>
<td>3</td>
<td>0.13</td>
</tr>
</tbody>
</table>

Case 3: Reusability-matrix when the only Adaptable line of codes of components is involved.

Applying the values given in Table 3 and Table 4 on the above given respective equation, we calculate the values of Reusability-metrics of component Ci in the context of adaptable function points only.

Table 7 Reusability-matrix when the only Adaptable line of codes of components is involved.

<table>
<thead>
<tr>
<th>Reusability Matrix</th>
<th>C1</th>
<th>C2</th>
<th>C3</th>
<th>C4</th>
<th>C5</th>
<th>C6</th>
</tr>
</thead>
<tbody>
<tr>
<td>LOCcfully-tailrd-i</td>
<td>0.3</td>
<td>0.25</td>
<td>0.1</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>LOCcready-to-use</td>
<td>0.8</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

IV. RESULT

Selection and Verification of Candidate Components

After calculating the values of reusability-matrix we now define the selection procedure of the candidate components. As from reusability-matrix shown in Table 3, Table 4, and Table 5, we note that each row contains the value of line of code of the corresponding candidate components. For example, the first row of Table 3 contains the values of Reusability-metric of component C1 (IRMCc) of corresponding candidate components from C1 to C6. We also note that the component C1 have the maximum Reusability-metric value in the perspective of the total component. We select the component C1 when reusability is considered in the context of all parts of the component. From the Reusability-matrix computed in Tables 3, Table 4 and Table 5, we can select and verify the selection of components. Selection of components when all the parts of the component are considered:
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Figure 1 Reusability-Graph when the Components containing New and Reusable Line of code.

From Table 3 and Figure 1 we note that, when selection is made at the component level, then the eligible components are:
(a) Highest Reusability-metric value: Component C1
(b) Highest partially-qualified component: Component C4
(c) Highest fully-qualified component: Component C3
(d) Highest off-the-shelf component: Component C3

Selection of components when Reusable components are considered:

Figure 2 Reusability-Graph when the Components containing Reusable line of code only

From Table 4 and Figure 2, we note that when selection is made at the reusable component level, then the eligible components are:
(a) Highest partially-tailored component: Component C14
(b) Highest fully-tailored component: Component C11 and Component C13
(c) Highest ready-to-use component: Component C13

Selection of components when only tailored components are considered:

Figure 3 Reusability-Graph when the Components containing Tailored Line of code only

From Table 5 and Figure 3, we note that when selection is made at the adaptable component level, then the eligible components are:
(a) Highest partially-qualified component: Component C12,
(b) Highest fully-qualified component: Component C11 and Component C13,

We can select components according to our criteria and selection level. Selection process of components at system level can be defined in similar manner. At System level we store all the values in terms of applications, and all the computations are in terms of function points defined at CBS System level.

Validation of above proposed metrics:

In order to validate the proposed metric, the other metrics named Self-Completeness of Component’s Parameter (SCCp) and Self-Completeness of Component’s Return Value (SCCr) defined by Washizaki et al. [28][29] have been used. SCCp and SCCr metrics are used in determining the external dependency and portability of Components. “In business methods, there is a possibility that parameters and return values depend on the rest of the software which originally use the component”[28]. Karl Pearson’s Correlation Coefficient is calculated between IRMCcTotal-i and SCCp, and between IRMCcTotal-i and SCCr in order to validate and correlate the proposed metric with quality characteristic reusability.

Table 8: The values of SCCp and SCCr metrics for each components

<table>
<thead>
<tr>
<th>Component Name</th>
<th>SCCp</th>
<th>SCCr</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1</td>
<td>0.667</td>
<td>0.667</td>
</tr>
<tr>
<td>C2</td>
<td>0.5</td>
<td>0.5</td>
</tr>
<tr>
<td>C3</td>
<td>0.5</td>
<td>0.5</td>
</tr>
<tr>
<td>C4</td>
<td>0.5</td>
<td>0.5</td>
</tr>
<tr>
<td>C5</td>
<td>0.75</td>
<td>1</td>
</tr>
<tr>
<td>C6</td>
<td>0.75</td>
<td>1</td>
</tr>
</tbody>
</table>
Validation of the Proposed Complexity Metric

A correlation analysis has been carried out for the proposed reusability complexity metric IRMCcTotal-i with the metrics SCCp and SCCr by using the Karl Pearson Coefficient of Correlation. The formula for calculating the Karl Pearson Correlation Coefficient is as below:

\[ r = \frac{\sum xy - \frac{\sum x \sum y}{n}}{\sqrt{\left(\sum x^2 - \frac{\sum x^2}{n}\right) \left(\sum y^2 - \frac{\sum y^2}{n}\right)}} \]

The following Table 8 shows the calculations for Karl Pearson Correlation Coefficient between IRMCcTotal-i and SCCp.

### Table- 9: Calculations for the Karl Pearson Correlation Coefficient between IRMCcTotal-i, SCCp and SCCr

<table>
<thead>
<tr>
<th>Component Name</th>
<th>X= IRMCcTotal-i</th>
<th>Y= SCCp</th>
<th>X1^2</th>
<th>Y1^2</th>
<th>XY</th>
<th>Y= SCCr</th>
<th>X1^2</th>
<th>Y1^2</th>
<th>XY</th>
</tr>
</thead>
<tbody>
<tr>
<td>C1</td>
<td>0.9</td>
<td>0.667</td>
<td>.81</td>
<td>.445</td>
<td>.6003</td>
<td>0.667</td>
<td>.81</td>
<td>0.445</td>
<td>.6003</td>
</tr>
<tr>
<td>C2</td>
<td>0.87</td>
<td>0.5</td>
<td>.7569</td>
<td>.25</td>
<td>.435</td>
<td>0.5</td>
<td>.7569</td>
<td>0.25</td>
<td>.435</td>
</tr>
<tr>
<td>C3</td>
<td>0.88</td>
<td>0.5</td>
<td>.7744</td>
<td>.25</td>
<td>.44</td>
<td>0.5</td>
<td>.7744</td>
<td>0.25</td>
<td>.44</td>
</tr>
<tr>
<td>C4</td>
<td>0.84</td>
<td>0.5</td>
<td>.7056</td>
<td>.25</td>
<td>.42</td>
<td>0.5</td>
<td>.7056</td>
<td>0.25</td>
<td>.42</td>
</tr>
<tr>
<td>C5</td>
<td>0.81</td>
<td>1</td>
<td>.6561</td>
<td>1</td>
<td>.81</td>
<td>0.75</td>
<td>.6561</td>
<td>0.563</td>
<td>.6075</td>
</tr>
<tr>
<td>C6</td>
<td>0.5</td>
<td>1</td>
<td>.25</td>
<td>1</td>
<td>.5</td>
<td>0.75</td>
<td>.25</td>
<td>0.563</td>
<td>.375</td>
</tr>
</tbody>
</table>

\[ \sum X = 4.8 \quad \sum Y = 4.167 \quad \sum X^2 = 3.953 \quad \sum Y^2 = 3.195 \quad \sum XY = 3.2053 \quad \sum Y^2 = 2.321 \quad \sum XY^2 = 2.8778 \]

V. CONCLUSION

In CBSE components component connected and communicated each other on the basis of parameters, services and functionalities. In this paper we define a quantifiable method to measure and analyses the reusability of the component in CBSE. We categories the components into three classes: independent LOC, reusable LOC, total LOC. We propose a methodology of the best selection of reusable component from an existing repository. To show our findings we have use graph-based method and find the best suitable component. In future we have scope to find the method for estimation for the risk associated with the component reuse.
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