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Abstract: User interface plays an important role in an application: it is what users directly see and feel. It is also what programmers spend much time on. Therefore, many tools to ease the user interface development are available. Many of them are part of integrated development environment (IDE) of programming languages. Some of them are more generic and available for a few user interface toolkits or programming languages. However, these tools usually assume their users are targeting specific platform: desktop, web, or mobile application. While generic tools are sometimes generous enough, they usually cannot make it totally independent of underlying toolkit or programming languages. Modeling tools exist, but it means learning something new. This is one of the backgrounds for what we propose in this paper. An application user interface model based on spreadsheet: software packages that have been around for almost four decades. We emphasize multiplatform output: design once and output in several platforms (we provide two: desktop and web; adaptable to more). We do not assume a specific toolkit or programming language, but we still care about styles. Our experiments prove this method is usable and results in quicker user interface prototyping—even for professional programmers—with development time comparison ranging from 26.7% (best) to 80%.

Index Terms: user interface, user interface modeling, code generation, spreadsheet, programming language.

I. INTRODUCTION

For applications that are used by humans, the user interface is the user’s first impression. This is because users interact with an application through its user interface [1], for example, command-line interface (CLI), text-based user interface (TUI), or graphical user interface (GUI). As the name suggests, it provides an interface between the user and the functionality of the application. For a command-line user interface, users type the command and its argument directly on the command prompt. It may offer auto-completion, but commands still have to be typed. For a text-based user interface, users work with menus, buttons, and other components that are character-based drawn/emulated. For a graphical user interface, those menus, buttons, etc. are drawn graphically. GUI also refers to the usage of graphics, keyboard, and mouse for the interface [1]. It first appeared in 1968 [2] and has been available since about 1985 [3].

As an interface, it hides the complexities from users. The user clicks on a button. What happens internally can be very complex. And the user interface is not just the buttons or the menus. How a component behaves, for example, the disabled and enabled state of a button, is also important. Styles and colors can be applied to put some emphases. The layout of the user interface components is also important. Placing too many buttons on a window may confuse users. After all, one of the goals of GUI is to match the display to the user’s semantics [1].

Therefore, programmers working on the user interface usually are aware of user interface guidelines provided for the platform on which the application will run. So they do not have to perform too many experiments only to produce a weird-looking application on that platform. For example, there are GNOME Human Interface Guidelines [4], KDE Human Interface Guidelines [5], and User Interface Guidelines for Android [6].

Still, the user interface needs to be coded. Traditionally, decades ago, programmers drew the components character-by-character or pixel-by-pixel along with their behavior. Then a set of user interface components was available and ready to use. All the programmers needed to do was put the components in their codes. No more custom-drawn buttons.

To the next level. It seemed that writing codes to put some buttons on a window or a frame wasted too much time. So, there were graphical user interface builders—usually part of Integrated Development Environments—where all user interface components are just dragged and dropped. No programming was needed [7]. Designing a user interface was like drawing—but much easier.

However, as technologies advanced, new platforms were born. There were web pages, and then there were web applications. There were mobile-specific web pages, and then there were mobile applications. Programmers are busier when they target more platforms. Single-code base—at the user interface—is sometimes hard, or it is not applicable to produce an application that runs on many platforms. At least, applications would not be able to take advantage of all features offered [8].

Certainly, there were many efforts to ease the multiplatform user interface design. That way, a single design can be applied to more than one platform [9]. However, we see this field is still open wide to research.

What we propose is a user interface model design that...
emphasizes a multiplatform output. Design only once, and codes for multiple platforms are easy to generate because of the simplicity offered. It is simple because we assume no specific user interface toolkit. We never talk about buttons on GTK+, Qt, Windows, or Android. We only talk about buttons—period—and we use spreadsheets.

II. SPREADSHEET

Spreadsheet applications have been around for almost four decades [10]. They are installed on many computers. Spreadsheets are also used in almost all businesses, from simple calculations to complex financial models [11].

What makes spreadsheets interesting? First, spreadsheets provide computational techniques that match users’ tasks and shields users from low-level details of programming [12]. When we talk about the content of a cell, for example, we never directly talk about its data type, such as integer or floating number. We just work with numbers as needed. Then we format the numbers to look better and appropriate without caring too much about the details. Similar to programming activities, we can use formulas and call some functions. However, in some spreadsheet applications, many functions are already there and ready to use.

Spreadsheets also are interesting for their table-oriented user interface [12], which is what most interests us. Each cell in a table may contain a value and may have some styles applied. They make a spreadsheet document function as a data source and—at the same time—a simple kind of report styled with colors, borders, and text decorations. Later, in the proposed method, we will discuss why this table-oriented user interface and cell characteristics provide a good foundation for user interface modeling.

In some spreadsheet applications, their functionalities do not stop at the user interface and available functions. They are even programmable via macros. Some spreadsheet applications support embedded programs written in specific programming languages [11]. Test-driven development may also be applied to spreadsheets, for example, using spreadsheet test case application [13].

III. RELATED WORKS

There are many researches on spreadsheets, from spreadsheet usage to spreadsheet as a model for application development. The latter is particularly interesting for us: how a spreadsheet document is used as a model for a non-spreadsheet related application, for example, web applications.

The usage of spreadsheets as models for user interface specification was found in a paper published more than two decades ago. We find it still relevant and interesting because Penguins—techniques described in the paper made use of spreadsheet properties, as much as possible (such as spreadsheet cell value and optional formula)—to model a user interface [14]. Penguins also allowed spreadsheet cells to be collected together into objects. However, we learned that the method used an enhanced spreadsheet model, while our proposed method tried to use a spreadsheet as pure as possible (probably because our case is simpler).

Spreadsheets also are used to model web applications. In fact, in a recent research, a spreadsheet was used to drive a read-write-compute web page. To describe the client user interface, a spreadsheet model was used. The paper presented a system named Quilt, for rapid prototyping of applications [15]. However, as our target is on multiple platform outputs, and not only web pages, we try to use spreadsheets without any specific web-related technologies. Certainly, we do agree that spreadsheets offer models with benefits [15].

Gummy is probably closer to what we try to achieve. It offers multiplatform code generation using a platform-independent representation of the user interface [9], but it is not based on a spreadsheet. As a consequence, it looks closer to real user interface design.

IV. PROPOSED METHOD

We would like to propose the usage of a table-oriented user interface of a spreadsheet in user interface modeling. We will start with spreadsheet documents. A document—also known as a workbook—represents a part of an application. In the context of a web application, it represents a single web page. In a desktop application, it represents a single top-level window. As a file format, we work with an Office Open XML (ISO/IEC 29500) spreadsheet with .xlsx file name extension.

A workbook may consist of many worksheets, but only a few of them are used in this proposed method. The first worksheet represents a user interface layout. The second worksheet holds properties of each user interface component in the layout. The third worksheet should contain related or helper code if any.

A worksheet consists of rows and columns. Columns are named with alphabet characters starting from “A.” After “Z” column, the name continues with “AA,” and so on. Rows are identified using numbers, starting from 1. The intersection of a column and a row is a cell, named as a combination of column and row name, such as A1. Together they virtually represent a big table.

For the user interface layout, we map this table into a grid-like layout. Therefore, if we have a 10 column x 5 row table, it will map an identical grid on a user interface container. This is not a new concept because almost all modern user interface toolkits support this layout. For example, GTK+ with GtkGridView [16] and Qt with QGridLayout [17]. In that table, we put user interface components into cells.

This way, we never put a component into a fixed, coordinated-based location. Neither the size. That way, if a container, e.g., top-level window ever gets resized, all of the components will also proportionally resize. This method is particularly useful when we talk about how devices vary in screen size or screen resolution. At a higher level, it could also be useful on systems varying in default font or font size.

How do we define a user interface component? We propose a simple, descriptive,
text-based definition. For example, to define a label, we simply put the content of a label, such as Hello World text in the A1 cell. No quotes, no curly braces, only plain text. To define a button or another components, we propose the usage of `<component_type>`, followed with a colon and then followed by a label. For example, to define a button with “save” label, the definition would be button:save, put in a cell and plain text. As we can see, there is no assumption on the underlying toolkit.

We never talk about a button in GTK+, Qt, Tk, Android, or HTML. Some spreadsheet applications support the drawing of user interface components, such as buttons, but our current proposal prefers text-based definition.

![Fig. 1 User Interface Layout (Defined in First Worksheet)](image)

**Fig. 1 User Interface Layout (Defined in First Worksheet)**

How do we style a component? For example, how do we set the background and foreground color of a button or a label? This is our proposal: because a cell may be styled with colors, we just make use of this feature. To make a button red, just set the background of a cell to red. To color a text green, just set the font color to green. After all, we would like to have a design that is close to the real application. An example of a user interface layout along with styles of components is shown in Fig. 1.

Done with first user interface layout on the first worksheet, we move to the second worksheet where all of the properties are defined. We may easily define the colors of a component—a cell—because it is already supported by the document standard. In our opinion, there is no easy and spreadsheet-like way to define how to fill a combo box dynamically, or how to set the max length of a text entry. This is the reason we propose the usage of a dedicated worksheet.

Let us start with how to identify the component. Because we prefer not to make it too programming-like, we never assign a component to a variable. Rather, we reuse the value of a cell. If, for example, A1 contains button:save, then we reuse this button:save value in the second worksheet. As a spreadsheet offers visibility of intermediate results [14], we may use optional formulas (as a next improvement).

![Fig. 2 User Interface Properties (Defined in Second Worksheet)](image)

**Fig. 2 User Interface Properties (Defined in Second Worksheet)**

We propose that some rules are needed in this second worksheet. All references to components must be put in column A. Then, all the properties of a component must be put on consecutive rows, with property name put in column B. Values for each property must be put in consecutive columns in its current row. For example, we have a text entry component in the first sheet in cell A1, whose value is text:name. Then, to set the maximum length property, in the second sheet in cell A1 (column A), we reuse the text:name. We then put maxlength (property name) in cell B2. If we want to set the length to the maximum of five characters, then we put 5 (property value) in cell C2. If we ever need to put another properties, then we will start at cell B3, and so on. An example of user interface properties definition is shown in Fig. 2.

In our default implementation, all of these properties are read when we read the layout. Therefore, we may freely put the properties definition not in order they are defined in the layout. If we define a component and put it in A1 cell in first worksheet, we do not have to put the properties starting in A1 cell in second worksheet. As long as the properties are put in consecutive rows, then we are fine.

Before coming up with these rules, we initially think about adding another colon in component definition. That is, kind of text:name:5 value for a cell. In our experiments, however, we found that this was relatively confusing and some of our respondents found this too technical. We agreed, because of the lack of meaning for such “5” value. To make it worse, if we continue with this syntax, we may end up with another colon.

Finally, when designing a user interface, one may add some comments. What is great about spreadsheet-based modeling is that we can add comments in form of drawings, as shown in Fig. 1 and Fig. 2. We added some arrows and text boxes as comments without affecting the validity of user interface model and generated codes.

Proposed method may also be useful for end-user programmers who write codes primarily for personal use [18]. This is particularly true when it is combined with a declarative programming language. In such language, programmers specify the properties of the problem and the expected solution, not how to obtain the solution [19].

**V. IMPLEMENTATION**

Our implementation provides two outputs: a
HTML page and a graphical python application using Tk toolkit (runnable in multiple operating systems). Tk is a user interface toolkit that is part of Tcl programming language. Python standard library comes with interface to Tk in module Tkinter (for Python version 2.x). The code generator implementation itself is also in Python (using Openpyxl library to work with an Office Open XML spreadsheet), released as free/open source software and may be downloaded from http://noprianto.com.

Currently, we support only few user interface components: label, button, check box, combo box, and text entry. For the latter two components, we support few properties also: static values for combo box and maximum length for text entry (more are prepared, but were not interpreted).

Below are steps performed in the implementation at the outer most level:

- Independently of output target, we get the boundaries for layout table in the first worksheet. To make it flexible, we do not restrict the size of the layout table. Assuming that there are some data in the worksheet, we get the highest non-empty column and row.
- Then, for each row in the table:
  - For each column in that row:
    - We get the reference to the cell, and interpret both the value and the styles. The interpretation will vary depending on the output.
  - Write the generated codes.

In this implementation, HTML layout is done using table, for the sake of compatibility and simplicity. There is alternative, based on cascading style sheet [20], but at this version, we prefer table to make it displayable in more web browsers, including text-based ones. Labels are mapped to HTML text labels, each enclosed in `<span>`. Buttons, check boxes, and entries are mapped to `<input>`. Combo boxes are mapped to `<select>` and `<option>`. All styles are mapped to in-line cascading style sheet using color and/or background-color. Example of HTML output for layout defined in Fig. 1 is shown in Fig. 3.

![Fig. 3 Output as HTML (test.html)](image)

For Python GUI application, more challenges were faced due to the lack of variable names, as stated in the proposed method. Therefore, we maintain a list of symbols, use generic variable name with a counter (var_0, var_1, and so on), and map them with each user interface component. We put some comments in the source code for clarity. For styling in Tk, we use fg, activeforeground, bg, and activebackground keys. For layout, we use grid layout management. This is perfectly aligned with our spreadsheet-based model. Example of Python application output for layout defined in Fig. 1 is shown in Fig. 4.

![Fig. 4 Output as Python Application (Using Tk Toolkit)](image)

VI. EXPERIMENTS AND RESULT

We would like to measure the time needed to develop applications for at least two platforms—web and desktop—and we focused only at user interface. We argue that our proposed method provides much quicker time for prototyping user interfaces. A simple, trivial user interface with some components was provided (as shown in Fig. 3 or Fig. 4) and respondents were free to choose any tool or method, as long as able to produce similar user interfaces and based on programming activities.

There were eight respondents with various backgrounds on software development. To make it simpler, we grouped the respondents into two groups: (A) those who familiar with user interface development for multiple platforms and (B) those who are not. However, all of them were familiar with at least one modern spreadsheet application, i.e., spreadsheet application that is runnable on current available and supported operating systems (as of this writing). Finally, no specific toolkits, tools, or programming languages were assumed.

Experiments were done in two rounds. First, they were using their own preferred tool or method, then continued with our proposed method. Details are listed in Table 1.

| Table 1. Time Needed to Develop Multiplatform User Interfaces |
|---|---|---|---|
| Respondent Group | Total time needed (minutes) | Comparison (percent) |
| | Their own method or tool | Proposed User Interface Model |
| 1 | (A) Familiar | 25 | 20 | 80.0% |
| 2 | (A) Familiar | 40 | 23 | 57.5% |
| 3 | (A) Familiar | 38 | 15 | 39.8% |
| 4 | (A) Familiar | 50 | 24 | 48.0% |
| 5 | (B) Not familiar | 105 | 28 | 26.7% |
| 6 | (B) Not familiar | 65 | 30 | 46.1% |
| 7 | (B) Not familiar | 90 | 29 | 32.2% |
| 8 | (B) Not familiar | 48 | 30 | 62.5% |

From the result, we concluded that all respondents spent fewer minutes when using our proposed method to develop two user interfaces, for web and desktop applications.
compared with their own preferred tool or method. There were no differences between two respondent groups. All of them showed similar results, with comparison ranged from 26.7% (best) to 80%.

VII. CONCLUSIONS

Based on the experiments and result, our proposed method is usable and useful in at least user interface prototyping, for multiplatform applications. However, we do aware of its limitations.

First, the limitation would be cell merging. Most spreadsheet applications support cell merging feature. Merged cell should correspond with cell merging in user interface grid. Then, we never discuss gravity of user interface components (when their container is resized). We were thinking about text alignment—both horizontal and vertical—in a spreadsheet cell, but have no definitive proposal. In addition, an initial disabled or enabled state would be nice if can be emulated using styles, but what kind of styles then?

By releasing our implementation as free/open source software, we hope that it may be useful. We also will be happy to see any further improvements and/or developments.
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