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Abstract: A process of testing automation is to develop the automated tool which helps and reduce the testing efforts. It should focus on designing and implementation of a tool which automates the testing environment. The testing should also focus on designing and constructing a tool which automates test cases for regression testing. We have given a novel approach which selects the test cases based on code coverage analysis. This paper focuses on calculated operators and operands value on large programs in minimum amount of time and cost. The code coverage has been done using different parameters of Halstead metrics. The values of the different parameter may be used for the test case selection.
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I. INTRODUCTION

Testing requires the execution of a program to identify the errors. Testing must efficiently reduce the dissimilar classes of errors in a less amount of time and resulting the effort reduction. It should verify and validate the software so that the end user requirements may be achieved. It is an important area of research and also help in development in software [1]. After each development phase, it is necessary to execute the result of that phase before executing the next phase. Manually this can be a difficult process, and will also increases the cost of overall software. The only way to make an effective and quality software both systematic and economically feasible is to automate it.

The sorting Software Engineering Environment is a system which integrate the tools with a common development database in which all of the software products are represented. Quality of the software depends on various factors like time, cost and the effort which has been put during development process. Time and costs are also tradeoffs while selecting the project or any software.

Regression testing makes sure that the old version of program runs in parallel with the new changes in program. Regression testing is to test the existing software applications to make sure that a change or modifications doesn’t affect any existing functionality. It has to be implemented to find out bugs that has been introduced into a new build and to ensure that it has not introduced a new bug in previous builds.

Every activity performs some tasks which has some output which in effect cascaded to another phase. At the end, a complete report of bugs has to be produced and documented.

These bugs are then used by the testers and development team to find out the actual reason of errors and faults so that they may be corrected. As the report is elaborated in detail, the test plan analysis may be performed and exact objectives may be find out. The method of design procedures is defined which helps in deciding the test procedures.

By following the methods and test procedures, it may be decided that whether the particular test build has to be tested manually or automatically. The importance of web application has been growing in recent years. Sites have been highly used for businesses, scientific medical purposes such as diagnostic based expert systems and for government organization.

New properties are getting added to them to satisfy user's changing demands. Also the task is asked to be done in less time with fewer people. This complexity decreases test coverage and highly affects the software's quality. Their factors involved over time are the entire price of the product and the time to deliver the software. An automation effort provides more coverage area than the testing done manually and enhances the overall quality of the software. They reduce the testing duration and delivery price.

Automation testing is performed at the time of tester creates scripts and utilizes software to verify the product. They are also used to examine the application from work, result, observation and stress point of view. The automation software testing consists of various activities and methods which helps in designing a tool that helps in executing the test build and keeping the record of the test suites for further execution. The following activities include in testing process:

- Test planning
- Test design & Implementation
- Test execution
- Test report
- Test evaluation

The main thing for developers and testers should focus in brain is that a little amount of change in code can result in partitioning the operations into various sections that can cause unknown transformations in source code. At the time of performing regression testing tester ensures that modifications done in the programs will not affects it’s working.

In regression testing, where huge effort is required to test the test suite, the efficient test case selection technique may reduce the cost and time.

In our proposed technique, we are using the Halstead matrix to find out the code coverage. The code coverage has been analyzed for different set of programs using various parameters of Halstead matrices [19], [20].
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The values received from code coverage using Halstead matrices may then be used for the test case selection process.

II. LITERATURE SURVEY

Pranali & D.M.Thakore [2] presented his work on automatic test data generation tools and techniques focused on object oriented code. The aim is to give an overview of test data generation tools and techniques. It focuses on the problem of how to choose the most appropriate tool that will fulfill developer requirement. Ritu & Sukaldip Singh [3] has given a review on test cases selection in regression testing. The focus is to select and prioritize test case for performing regression testing. Husseain & Touseef Ikram [4] presented the review on formalizing use cases and scenario based testing. The paper is focusing to explore in the field of software testing using artefacts in the design and requirement specification of software application. Maheshwari & Prasanna [5] conducted the experiment by generation of test cases using automation in software system. The main focus of the work is to explore about automatic test case generation. The author presented the existing testing approaches which were used to verify the critical based testing. Monier & El-mahdy [6] proposed an approach which evaluates automated web testing tools. The author has given the feasibility study which targeted the commercial and open source web testing tools for helping the testers and software developers. Its future work is based on different features to build a user based requirements. Ali Shah [7] proposed a review of class based test case generation techniques. The author discussed about the software development in recent years. The focus was also on development of an automated tool which may generate test cases through class diagram in order to focus on the problem.

Shahid & Ibrahim [8] presented a code-based test case prioritization technique. In this paper, they introduce a new algorithm for test cases prioritization that is based on the code coverage of the test cases. The proposed technique shows that the algorithm can be applied on large systems to verify its correctness. Pahwa & Solanki [9] presented the review by UML based test cases generation methods. It focuses on different techniques used for generating test cases that can decreases minimize the number of test cases.

Beena & Sarala [10] showed code coverage-based test case selection and prioritization. Author presented a novel approach where selective prioritization of test cases produces maximum code coverage. Kaur et al. [11] presented a survey of software test case generation testing. This paper is all about the study of different techniques used in test cases e.g. Test case generation using GA, RBT, and MBT etc. Martin Glinz [12] discussed about scenario-based approach to validate and test the test suite using state charts. In this paper, author has given a procedure to create scenario in the analysis phase and test cases has been determined by using the scenarios. Tabbildar & Kalita [13] presented that the automated software test data generation in the direction of research. The focus was on automatic test data generation and its approaches. In his study, the extension may be in the area of an automatic testing future in-improvement of code coverage, loops handling in path-oriented testing.

Shay Artzi et al. [14] has given an automatic generation of unit regression tests and also introduces a technique to automatically create class specific regression test from a program run. Shin & Harman [15] presented the regression testing minimization, selection and prioritization method. Author has given a complete survey for minimization, selection and prioritization technique and discusses open problems. Ming song & Xuedong [16] presented an automated test case generation for UML activity diagram. In this paper, use of UML activity diagram as a design specification was used and proposed an automated test case generation technique.

III. METHODOLOGY

This procedure includes distinct operators and operands in large programs. This procedure is easy to understand, implement, calculate and can be used in many different programming languages with minimum errors and maintenance efforts.

- Parser: It is used in all high level programming languages. It is also called as syntax and syntactic analysis. It is the process of analyzing a string of symbols either in computer language and natural languages [17].
- Listener: It defines the methods used by components to dispatch events. It will have at least one corresponding dispatch method [18].

A. Problem Formulation

The most important objectives of this study is to implement the algorithm that is having many operands and operators.

- It has some real and imaginary formulations which are not easily proven.
- Code coverage will be done as per the Halsted algorithm. The Software unpredictability recognize a basic part to decrease the drive to manufacture and update the basic structure of testing and encoding quality. The reason that not all estimation is giving similar results is that each plan covers a segment and ponder a couple of limitation while deserting some others. In this way, a merge of Estimations is allowed to be used to calculate the various qualities.
- To sketch out a crashing and improved model for symbols scope as well as remarks width examination, factors and operands utilize.
- To draw and actualize the powerful replica for code examination utilizing Monte Carlo Simulation technique [21]
- The proposed work will express the improved standard and activities so the relative parts of operands, constants and remarks can be utilized as a part of the source code.
- Comparison might be done on many parameters in future Approach
- In the usual or base work, there is no the obstacle of the usage of the observations thickness and examination.
- In our proposed work, the relation assessment of the remarks thickness capacity is actualized.

This examination work revolves around the quality of source code using code extension and examination strategy. In the proposed work, an effective model has to be generated and improve the execution of code similarly as general code, scope, time, code comprehensive nature and related estimation.

We can prioritize our test case based on the different parameter values as given below [19]:

\[ \eta_1 = \text{the number of distinct operators} \]
\[ \eta_2 = \text{the number of distinct operands} \]
\[ N_1 = \text{the total number of operators} \]
\[ N_2 = \text{the total number of operands} \]

The different parameters as given by Halstead Metrics [20] are
The above parameters have been implemented for different source code to find out the code coverage and the time taken to cover a particular source code. As an example, we have implemented this algorithm with the various parameters through the program as given below:

```
main ()
{
int a, b, c, avg;
scanf("%d %d %d", &a, &b, &c); avg = (a + b + c) / 3; printf("avg = %d", avg);
}
```

The unique operators are:
main, (), {}, int, scanf, &, =, +, /, printf,'

The unique operands are:
a, b, c, avg, "%d %d %d", 3, "avg = %d"

<table>
<thead>
<tr>
<th>Operator</th>
<th>Operands</th>
</tr>
</thead>
<tbody>
<tr>
<td>main</td>
<td>a</td>
</tr>
<tr>
<td>(</td>
<td>b</td>
</tr>
<tr>
<td>{</td>
<td>c</td>
</tr>
<tr>
<td>int</td>
<td>avg</td>
</tr>
<tr>
<td>scanf</td>
<td>%d%d%d</td>
</tr>
<tr>
<td>&amp;</td>
<td>3</td>
</tr>
<tr>
<td>=</td>
<td>&quot;avg=%d&quot;</td>
</tr>
<tr>
<td>+</td>
<td></td>
</tr>
<tr>
<td>:</td>
<td></td>
</tr>
<tr>
<td>/</td>
<td></td>
</tr>
<tr>
<td>printf</td>
<td></td>
</tr>
<tr>
<td>n1= 12</td>
<td>n2 = 7</td>
</tr>
</tbody>
</table>

Number of distinct operators & operands are:
\[ \eta_1 = 12, \]
\[ \eta_2 = 7, \]
\[ \eta = 19. \]

The total number of operands & operators are:
\[ N1 = 27, \]
\[ N2 = 15, N = 42. \]

Now, as per the above operators & operands, the values of different parameters are calculated as shown in Table 1.

As above in the table 1, the values of the different parameters have been calculated using Halstead metrics which may be further used to find out the best suited test cases based on code coverage and the time required.

### IV. PROPOSED WORK

The flow of the proposed work has been shown in Figure 1. The entire study work is done with several prospect of research works as follows:

- The code coverage should be design in a systematic way or in a precise way.
- It should be based on the source code. In the classical or base work, there is no limitation of the implementation.
- The proposed work will deliver the optimized rules and solutions. So, that the proportional aspects of operands, constant and comments can be used in the source code.
- Halstead metrics analysis: Halstead diverse quality measures are customizing estimations introduced by Maurice Howard Halstead [20] as a noteworthy part of his treatise on working upon observational investigation of programming progression. Halstead said that the target truth that estimations of the item should reflect the use or verbalization of figuring in different lingos, anyway be self-ruling of their execution on a specific stage. The estimations are thus analyzed statically from the code given.

#### A. Execution Scenario

We have given a simulator that deals with different Halsted metrics parameters as shown in Fig 2. As per the simulator there are different parameters on different source code is given in Table 2.
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Fig 1: Flow of the proposed work

Fig 2: Execution Scenario of code coverage

Table 2: Code covering time (in milisec) for different source file

<table>
<thead>
<tr>
<th>File Name</th>
<th>Length</th>
<th>Purity ratio</th>
<th>Vocabulary</th>
<th>Estimated Volume</th>
<th>Difficulty</th>
<th>Efforts</th>
<th>Time Consumed</th>
</tr>
</thead>
<tbody>
<tr>
<td>quicksort.java</td>
<td>37</td>
<td>30.75</td>
<td>203</td>
<td>1599.64</td>
<td>102.35</td>
<td>0.18</td>
<td>1191.97</td>
</tr>
<tr>
<td>insertion.java</td>
<td>59</td>
<td>44.46</td>
<td>244</td>
<td>1374.04</td>
<td>208.15</td>
<td>0.18</td>
<td>1609.07</td>
</tr>
<tr>
<td>Fibonacci.java</td>
<td>56</td>
<td>44.12</td>
<td>327</td>
<td>2470.64</td>
<td>325.21</td>
<td>0.37</td>
<td>2071.91</td>
</tr>
<tr>
<td>bubble.java</td>
<td>67</td>
<td>49.89</td>
<td>385</td>
<td>3023.99</td>
<td>408.65</td>
<td>0.93</td>
<td>2615.96</td>
</tr>
<tr>
<td>linearsearch.java</td>
<td>75</td>
<td>42.27</td>
<td>428</td>
<td>3420.36</td>
<td>471.80</td>
<td>0.58</td>
<td>2473.76</td>
</tr>
<tr>
<td>selection.java</td>
<td>99</td>
<td>49.86</td>
<td>542</td>
<td>4540.2</td>
<td>679.31</td>
<td>10.35</td>
<td>6778.83</td>
</tr>
<tr>
<td>countingsort.java</td>
<td>44</td>
<td>16.16</td>
<td>116</td>
<td>704.72</td>
<td>240.21</td>
<td>5.61</td>
<td>1348.2</td>
</tr>
<tr>
<td>bucket sort.java</td>
<td>44</td>
<td>46.2</td>
<td>283</td>
<td>2932.8</td>
<td>240.21</td>
<td>9.4</td>
<td>2257.10</td>
</tr>
<tr>
<td>radixsort.java</td>
<td>59</td>
<td>57.14</td>
<td>335</td>
<td>264.64</td>
<td>421.49</td>
<td>4.73</td>
<td>1994.79</td>
</tr>
<tr>
<td>merge sort.java</td>
<td>55</td>
<td>20.1</td>
<td>282</td>
<td>1853.88</td>
<td>303.58</td>
<td>0.69</td>
<td>1047.4</td>
</tr>
</tbody>
</table>

Fig 3: Graph of current length with completion time

Fig 4: Graph of vocabulary of code with Respect to time.

Fig 5: Graph of completion time with estimated length of code

Fig 6: Graph of code purity ratio with code completion time taken

Fig 7: Graph for volume of a code with time taken
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V. CONCLUSION AND FUTURE SCOPE

We have executed different types of source code of Java to test and measured the complexity parameters. The finishing time of the planned and usual approach is calculated so that the experimental comparison can be done. Code coverage study is used to compute the value of software testing, usually using vibrant execution flow analysis. The parameters values may be used to select the test cases as per the requirement of the testing team.

There are lots of different types of code exposure analysis, some very basic and others that are very rigorous and complicated to carry out without higher tool support. The planned work can be included with inherent algorithm or ant colony optimization for further improvements and enhancements in the optimization charge. As the area of software testing be a great deal expand, there is lots of range of investigate used for the scholar and practitioners. In Code Base Software test, the following study area can be worked out by the research scholars –

- Factor Based Code search
- Study of explanation concreteness
- Investigation of Operands plus virtual presentation on overall secret code
- Halstead Metrics testing

To improve the base work done in the existing algorithm having the classical approach with random manner of operands and comments, we will calculate the execution time and complexity of the existing algorithm in the base paper. At the end, the whole research work will be concluded with some future research work. To design an effective and improved model for code coverage including comments density analysis, variables and operands used. Evaluation shall be done on several parameters in active and future move towards.
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