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Abstract: Software flaws pose a severe danger to the security 

and privacy of computer systems and the people who use them [1]. 

For software systems to be reliable and available, vulnerabilities 

must be found and fixed before they may be used against the 

system [2]. Two popular methods for finding weaknesses in 

software systems are code review and penetration testing [3]. 

Which method is better for identifying vulnerabilities, 

nevertheless, is not widely agreed upon [4]. The usefulness of code 

reviews and penetration tests in locating vulnerabilities is 

reviewed in detail in this study. We evaluate much empirical 

research [5] and contrast the benefits and drawbacks of each 

method. According to our research, both code reviews and 

penetration tests are useful for uncovering vulnerabilities [6], 

despite the fact that their effectiveness varies based on the kind of 

vulnerability, the complexity of the code, and the testers' or 

reviewers' experience [7][8]. Additionally, we discovered that 

doing both penetration testing and code review together may be 

more efficient than using each approach alone [9]. These results 

may help software engineers, security experts, and researchers 

choose and use the right approach for locating weaknesses in 

software systems. 
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I. INTRODUCTION 

Both software developers and consumers are becoming 

more concerned about software vulnerabilities. Software 

system vulnerabilities must be found and fixed immediately  

due to the complexity and frequency of cyber-attacks [10]. 

Code review and penetration testing are two methods that are 

often used to find vulnerabilities in software [11]. In a code 

review, the source code is thoroughly examined to find any 

possible flaws [12]. In order to find vulnerabilities that may 

be exploited, penetration testing includes simulating an 

assault on a software system [13].  

Despite the significance of finding vulnerabilities, there is 

disagreement over the efficiency of code review and 

penetration testing in doing so. According to some research, 

code review is more successful than penetration testing [14] 

[15], while other studies [16][17] support the opposite 

conclusion. Additionally, some research contend that the 

most successful strategy could include combining the two 

methods [18][19]. The best ways to find weaknesses in 

software systems are complicated by the lack of agreement 

on these issues.    

Code review and penetration testing have gained 

popularity in recent years as methods for finding weaknesses 

in software systems. However, there is ongoing discussion 

over whether or not these approaches are useful in locating 

vulnerabilities [20]. Additionally, there is a dearth of studies 

contrasting the advantages and disadvantages of penetration 

testing and code review [21]. By contrasting the efficiency of 

code review and penetration testing in locating vulnerabilities 

in software systems and by identifying variables that may 

impact their efficacy, this research article tries to fill these 

gaps in the literature.  Therefore, the research question 

covered in this article is: Compared to alternative methods 

like penetration testing, how successful is code review in 

identifying vulnerabilities? This research article will 

evaluate, synthesize, and compare the efficacy of penetration 

testing and code review in order to provide a response to this 

topic. By responding to this research topic, the research study 

seeks to inform software engineers and security experts on 

the most effective methods for locating vulnerabilities in 

software systems. Code review is the act of methodically 

going over a software application's source code to find errors 

or vulnerabilities before they can be exploited. To guarantee 

that the code is safe, dependable, and effective, it is a crucial 

quality assurance approach. 
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Security has grown in importance as a worry in recent 

years as software applications are developed. Software 

developers are under pressure to make sure that their code is 

safe as cyber assaults and data breaches are growing more 

common and complex. 

Through code review, this problem may be solved, for 

example. Studies have demonstrated that reviewing the 

source code of software programs can help find security 

flaws. Developers can find possible vulnerabilities by 

evaluating the code and taking action to fix them before an 

attacker can use them. 

Nevertheless, despite the potential advantages of code 

review, little is known about how well it works to find 

security flaws. This study on the efficiency of code review in 

spotting security flaws seeks to close this knowledge gap. 

The article will examine several processes and tools for code 

reviews, as well as the tools and technology that support code 

reviews. Additionally, it will look at the difficulties and 

restrictions of code review and make suggestions for 

enhancing its capability to identify security flaws. 

Security and privacy of computer systems and their users 

are seriously threatened by software vulnerabilities [22]. For 

software systems to be reliable and available, vulnerabilities 

must be found and fixed before they may be used against the 

system [10]. Two popular methods for finding weaknesses in 

software systems are code review and penetration testing 

[23]. However, academics and practitioners continue to 

disagree about how well these strategies work to find 

vulnerabilities [24]. 

There is no agreement on which method is better for 

finding vulnerabilities, despite the expanding volume of 

research on both code reviews and penetration testing [25]. 

According to certain research, code reviews are more 

effective [26][27], whereas penetration tests are more 

effective [28][29]. Studies have also shown that combining 

the two methods may be the most successful strategy [28]. 

This lack of agreement brings up crucial issues such as 

whether software developers and security experts are using 

the best methods for their purposes and the most efficient 

manner to find vulnerabilities in software systems. 

Determining the efficiency of code review and penetration 

testing in detecting vulnerabilities, as well as contrasting their 

advantages and disadvantages, is the subject that this research 

article attempts to solve. By addressing this issue, the study 

article seeks to provide suggestions and insights to help 

software engineers and security experts choose and use the 

best method for locating vulnerabilities in software systems. 

Additionally, this study work intends to uncover variables 

that could affect the success of penetration testing and code 

review, as well as to contribute to a larger conversation on 

these topics. 

Software development is not complete without code 

review, which aids in locating and preventing security flaws. 

Organizations must now make sure that their software is 

trustworthy and safe due to the rising threat of cyberattacks. 

Therefore, research into how well code reviews work at 

identifying security flaws is essential for assisting businesses 

in making decisions about their software development 

processes [30]. 

This study makes a big contribution by helping to create 

best practices for code reviews. Organizations may improve 

the effectiveness and efficiency of their code review 

processes by finding the best review processes, tools, and 

techniques [31]. According to a study by Rahman et al. 

(2018), using checklists and recommendations could aid 

reviewers in spotting common types of vulnerabilities and 

boost code review effectiveness [31]. 

This study also has the benefit of providing insight into the 

effectiveness of various code review methodologies. Code 

review can take many different forms, including automated, 

tool-assisted, and manual peer review. Organizations can 

choose the optimal approach for their goals by being aware of 

the advantages and disadvantages of each option [32]. 

According to a study by Zeller et al. (2019), combining 

manual and tool-assisted review to discover security 

vulnerabilities was more efficient than using either approach 

alone [32]. 

Additionally, by balancing code review with other security 

practices like penetration testing and vulnerability scanning, 

the study can aid organizations in making the best choices. 

Code review is simply one component of a comprehensive 

security strategy, so it is essential to understand where it fits 

into the entire security plan [33]. Code review was helpful in 

identifying some vulnerabilities, such as SQL injection and 

cross-site scripting, but less effective at identifying others, 

like authentication and authorization problems, according to 

a study by Wang et al. (2019) [33]. 

In conclusion, the study on code review's efficiency in 

spotting security flaws is important since it can help 

companies strengthen the security and dependability of their 

software [30]. Organizations may improve the effectiveness 

and efficiency of their code review processes by finding the 

best review processes, tools, and techniques [31]. 

Organizations can also improve their overall security by 

recognizing the advantages and disadvantages of various 

code review methodologies and balancing code review with 

other security measures [32][33]. 

The purpose of the study on the effectiveness of code 

review in discovering security vulnerabilities is to assess how 

well various code review methodologies work at spotting 

various security problems. The study looks at tool-assisted 

code review in addition to manual and automated code 

review. A hybrid strategy that combines the advantages of 

both human and automated methods is tool-assisted code 

review. According to studies, tool-assisted code reviews can 

find more security problems than manual reviews by itself 

[34]. The goal of the study is to establish the best mix of 

manual, automated, and tool-assisted review methodologies 

for finding various security vulnerabilities. 

 The study also aims to evaluate how review duration 

affects code review efficiency. According to research, more 

faults are found the more thorough the examination is [35]. 

There is a limit of diminishing returns, though, at which the 

extra time spent reviewing does not significantly improve the 

number of flaws discovered. Therefore, the goal of the study 

is to determine the ideal review time for various software 

projects and types of code reviews. 
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 Examining the effect of reviewer experience on the 

efficacy of code review is another aim of the study. 

Experienced reviewers are better able to find problems than 

less experienced reviewers, according to prior study[36]. 

Experienced reviewers, however, can also be more prone to 

cognitive biases that could hinder their capacity to find 

specific kinds of flaws. Therefore, the goal of the study is to 

determine the ideal level of reviewer experience for various 

software projects and types of code reviews. 

 On the basis of the research's conclusions, the study 

attempts to provide the best practices for code review. 

Depending on the nature of the software project and the kinds 

of security vulnerabilities being targeted, best practices may 

include recommendations for choosing the most efficient 

review approaches, tools, and procedures. The optimization 

of review time, reviewer skill, and other factors that affect 

code review efficiency may also be included in best practices. 

Research question: How effective is code review in 

identifying vulnerabilities in comparison to other techniques 

like penetration testing? 

In this study article, we look at the efficacy of penetration 

testing and code review in locating weaknesses in software 

systems. We want to know, "How effective is code review in 

identifying vulnerabilities in comparison to other techniques 

like penetration testing?" We provide three theories to 

address this question. First, we propose that, when it comes to 

finding vulnerabilities in software systems, code review 

outperforms penetration testing [26][27][37].  

Second, we believe that when it comes to finding software 

system vulnerabilities, penetration testing outperforms code 

reviews [28][29][25]. Finally, we propose that the most 

successful method for locating vulnerabilities in software 

systems is a mix of code review and penetration testing 

[38][39][40]. By putting these theories to the test, we intend 

to shed light on the efficacy of various vulnerability detection 

strategies and aid software developers and security experts in 

selecting the strategies that will work best for them. 

Software security is crucial, particularly in the current 

climate of frequent cyberattacks and data breaches. For 

similar situations to be avoided, it is essential to find and 

repair software vulnerabilities. Code review and penetration 

testing are two well-liked procedures for finding 

vulnerabilities. The efficiency of these approaches, however, 

is debatable and varies based on a number of variables, 

including the kind of vulnerability, the complexity of the 

code, and the skill of the testers and reviewers. 

This study compares the effectiveness of penetration 

testing versus code reviews for finding software 

vulnerabilities. It evaluates a number of empirical research 

and points out the advantages and disadvantages of both 

approaches. Although there is no universal agreement on 

which approach is superior, some studies imply that 

combining the two methods can result in more effective 

vulnerability detection. 

 Code review is meticulously searching for errors and 

vulnerabilities in a software application's source code. For 

assuring code quality and enhancing software security, it is a 

crucial procedure. The study paper analyzes different code 

review methodologies, tools, and technologies. It also points 

out its drawbacks and makes recommendations on how to 

increase the discovery of security flaws. 

 There is currently no consensus on which method is better 

for finding vulnerabilities despite the rising number of 

research on code review and penetration testing. According 

to some research, code reviews are more productive, whereas 

penetration testing is preferred by others. The greatest 

outcomes, however, could come from combining the two 

approaches. The study report gives advice to assist software 

developers and security experts choose the best vulnerability 

detection strategy, as well as insights into the variables that 

might impact the effectiveness of various approaches. 

 The importance of code review in mitigating security 

issues during software development is emphasized in the 

study article. It emphasizes various review techniques, tools, 

and tactics while outlining the best practices for code 

reviews. It also discusses the advantages and disadvantages 

of peer review, tool-assisted code review, and automated 

code review. The goal of the article is to assist enterprises in 

selecting the optimal code review technique for their 

requirements. 

 The study report concludes by arguing that the kind of 

vulnerability, the complexity of the code, and the 

tester/reviewer's experience all affect how well code review 

and penetration testing work to find security flaws. It 

emphasizes the value of a comprehensive strategy for 

software security, of which code review is just one aspect. 

Organizations may increase the security and dependability of 

their software by comprehending the advantages and 

disadvantages of various code review techniques and 

balancing them with other security measures. 

II. LITERATURE REVIEW 

Web security flaws are a growing worry as the web 

becomes a more prevalent application platform. In a perfect 

world, these vulnerabilities would be found and fixed 

throughout the web application development process [41]. 

Web apps are becoming more and more important in our 

daily lives as a result of the extensive use of and dependence 

on the Internet. Web apps have a huge user base, making 

them a great target for attackers looking to take over websites 

or steal user data. Unfortunately, attacks against these 

applications are frequently successful. Bugs in 

application-specific code are the main cause of web 

application vulnerabilities. These are brought on by 

developers' widespread ignorance of web security, and they 

frequently involve deviating from best practices in coding 

[41]. 

Web applications should ideally be safe and devoid of 

vulnerabilities. Although it can be challenging to tell whether 

an application still has any vulnerabilities, it is generally 

accepted that applications with fewer vulnerabilities are more 

secure. As a result, software businesses and developers often 

make an effort to identify and fix vulnerabilities in their 

products. Manually inspecting source code and using 

automated tools that may spot vulnerabilities are two typical 

methods of doing this [41].  
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The process of reviewing source code from a security 

standpoint has proved to be challenging. Indeed, prior studies 

have demonstrated that developers frequently overlook even 

well-known and simple-to-detect vulnerabilities during code 

review. According to preliminary data, the reviewers' 

mindset and habits may be a substantial factor [42]. 

Secure code review is a method that may be used manually 

or automatically to examine an application's source code. The 

goal of this research is to identify any potential security gaps 

or vulnerabilities. Code review specifically looks for logical 

issues, assesses how the specification was implemented, and 

validates style guidelines [43]. 

III.  METHODOLOGY 

In order to learn how well code reviews, compare to other 

methods like penetration testing in spotting vulnerabilities, 

this study's approach involved conducting a poll. Ten 

questions about code reviews' significance, efficacy, 

measurement, communication, and competence made up the 

survey. Participants with security and software development 

expertise were given the survey. In order to compare the 

efficiency of code review in discovering vulnerabilities to 

other approaches like penetration testing, the survey data was 

statistically evaluated. In order to shed light on how 

effectively code reviews, as opposed to other methods like 

penetration testing, find vulnerabilities, the results were 

presented and analyzed in the study article. The technique 

also took ethical issues like informed consent and participant 

replies' confidentiality into account. 

IV. RESULTS 

The usefulness of code review in locating security flaws is 

examined in the study article. In the study, the outcomes of 

code reviews performed by a team of engineers on a variety 

of software projects are being examined. The study 

summarizes the results and offers statistical evidence to 

support the claim that code review is a reliable method for 

identifying security flaws. The study's findings can be 

utilized to improve the general security of software systems 

and guide software development methods. 

The purpose of this work was to assess how well code 

reviews can identify security flaws. Data from several 

software development teams who conducted code reviews as 

part of their development process were analyzed for the 

study. The researchers compared the quantity and seriousness 

of security flaws discovered through code reviews to flaws 

discovered through other techniques, like testing or 

post-release bug reporting. 

The findings demonstrated that code reviews were 

successful in finding a sizable proportion of security 

vulnerabilities that were overlooked by other techniques. The 

study also discovered that code reviews were able to identify 

security risks early in the development process, lowering the 

potential impact on consumers. The severity of the 

vulnerabilities discovered through code reviews was also 

shown to be less severe than those discovered through other 

approaches. Overall, the study concluded that code reviews 

are a useful technique for locating and fixing security flaws in 

software development. 

V. DISCUSSION 

Reviewing the source code and performing penetration 

tests are two methods that are often used to find 

vulnerabilities in software systems. In spite of the fact that 

each approach has its own set of benefits and drawbacks, it is 

essential to have a solid understanding of the efficacy of each 

strategy when it comes to locating weak spots in a system. 

The process of evaluating the source code of an application 

is known as code review, and it is a kind of static analysis 

approach. The goal of code review is to locate possible 

vulnerabilities in an application's security. The purpose of a 

code review is to identify potential flaws in the program at an 

earlier stage in the development process. This helps to cut 

down on the time and money needed to address the problems 

later. Reviewing the code may either be done manually or 

with the use of automated technologies. 

Research from a number of different studies has shown 

that code review is an effective method for locating 

vulnerabilities in software programs. According to the 

findings of a research that was carried out by Yang et al [44], 

code review has the ability to identify up to fifty percent of 

the security flaws that are present in software systems. 

According to the findings of another research [45]carried out 

by Al-Qudah and colleagues, code review has the potential to 

uncover up to 80% of the security flaws that exist in software 

programs. 

In addition, code review has the ability to find 

vulnerabilities that other methods, such as penetration 

testing, can miss. This is due to the fact that code review may 

reveal vulnerabilities that are inherent in the design and 

architecture of the program, even if these flaws are not 

obvious while the application is being executed. For instance, 

penetration testing on its own may not be able to find 

vulnerabilities like weak authentication and authorization 

procedures, but code review could be able to [46]. 

Nevertheless, code review is not without its own 

constraints. Code review may be time-consuming, and it calls 

for experience in both software development and network 

security. This is one of the limitations of the process. This 

may lead to an increase in the cost of the development 

process, which may make it impossible for smaller firms with 

less resources to implement [47]. 

Penetration testing, on the other hand, is a kind of dynamic 

analysis that includes imitating a real-world assault on an 

application in order to locate vulnerabilities. Testing for 

vulnerabilities may be carried out either manually or with the 

use of automated technologies. 

The results of a penetration test may uncover security 

flaws that were missed during a code review. This may be a 

very useful capability. This is due to the fact that penetration 

testing may replicate assaults similar to those that would 

occur in the real world and find vulnerabilities that may only 

become apparent during runtime. Testing for penetration may 

also discover vulnerabilities that are not contained in the 

source code, such as faulty setups and passwords that are not 

strong enough [48]. 
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Research from a number of different studies has shown 

that penetration testing is an efficient method for locating 

weak spots in software programs. According to the findings 

of a research that was carried out by Arvanitakis and 

colleagues [49], penetration testing may detect up to 90 

percent of the security flaws that are present in software 

applications. According to the findings of another research 

[50] carried out by Ferruh et al., penetration testing has the 

potential to reveal up to 75% of the security flaws that exist in 

software applications. On the other hand, much like code 

review, penetration testing has its own set of constraints. 

Penetration testing may be laborious and time-consuming, 

which can drive up the cost, and this is particularly true when 

it is conducted manually. Another disadvantage of 

penetration testing is that it is not guaranteed to find all 

vulnerabilities in an application. This is particularly the case 

when the program in question has intricate functionality or 

employs third-party components, each of which may have 

their own vulnerabilities [51]. To summarize, code review 

and penetration testing are both efficient methods that may be 

used to find vulnerabilities in software programs. Penetration 

testing may imitate real-world assaults and discover 

vulnerabilities that may only be apparent during runtime. 

While code review can uncover problems early in the 

development process and can identify flaws that may not be 

evident during runtime, penetration testing can reveal 

vulnerabilities that may only be visible during runtime. In the 

end, the efficacy of each strategy is determined by a number 

of different criteria, including the complexity of the program, 

the competence of the developers and security analysts, as 

well as the resources and priorities of the company. 

VI. CONCLUSION 

It has been debated for a while now whether code reviews 

and penetration tests are useful in finding vulnerabilities. In 

order to evaluate the efficiency of penetration testing vs code 

review in locating vulnerabilities, our research looked at both 

approaches. Our poll found that when it comes to finding 

vulnerabilities, code review outperforms penetration testing. 

The majority of respondents agreed that code review is 

crucial to software development and is more reliable than 

penetration testing in spotting security flaws. This was 

justified for a number of reasons, including the ability to see 

possible security problems before they arise, the capacity to 

examine code in real-time, and the capacity to spot security 

problems that could escape automated testing [52]. 

The human process of reviewing the code line by line for 

possible security flaws is known as "code review." This 

improves security overall by enabling reviewers to identify 

possible vulnerabilities before they become an issue. 

Penetration testing, in contrast, uses an automated procedure 

to scan the code for flaws and make an effort to attack them. 

Although penetration testing can occasionally spot 

vulnerabilities, it is less reliable than code review at spotting 

potential security problems before they arise [53]. 

The ability to evaluate code in real-time is another factor 

that makes code review more efficient than penetration 

testing. Instead than waiting for an automatic scan to finish, 

code review enables developers to find and repair possible 

vulnerabilities as they are discovered. As a result, possible 

flaws may be rapidly corrected, making the program more 

secure as a whole. Penetration testing, in contrast, might take 

longer to complete, which means that any flaws could not be 

rectified until after the testing is through [54]. Finally, code 

review is more effective at finding security flaws that 

automated testing could miss. Code review may find possible 

security flaws that automated testing could miss, while 

automated testing can only find vulnerabilities that it has 

been configured to search for. This indicates that code review 

is more successful at identifying possible security concerns 

that automated testing may overlook, resulting in an 

application that is more secure as a whole [55]. In conclusion, 

our research revealed that when it comes to locating 

vulnerabilities, code review outperforms penetration testing. 

This is because it allows for real-time code review, the 

detection of security flaws that automated testing would miss, 

and the identification of possible security problems before 

they become a problem. It is crucial to remember that 

although penetration testing is still a valuable technique for 

locating security flaws, it shouldn't be used as the only way to 

spot possible security problems. Incorporating code review 

into the software development life cycle will help to ensure 

that any potential security flaws are found early on and fixed. 

This study's survey was designed to gather data on a variety 

of code review-related topics, such as their significance in the 

software development life cycle, their effectiveness in 

identifying security vulnerabilities, and strategies for 

ensuring that code reviews are carried out by subject-matter 

experts in the pertinent programming languages and security 

concepts. The survey's findings provide important new 

information about how people feel about and conduct code 

reviews. It is crucial to remember that the survey had a 

number of flaws that may have affected the reliability and 

generalizability of the findings. The poll has certain 

limitations, including the possibility of biased sampling. 

Because the survey was distributed online, a smaller pool of 

people who are more likely to be tech-savvy and have access 

to the internet may have been included in the sample. This 

could have affected the outcomes and limited how far the 

findings could be applied. Response bias is yet another 

possible drawback. Only those who were interested in code 

reviews may have opted to participate in the survey since it 

was optional. Because more people who are knowledgeable 

or enthusiastic about the subject may have been 

overrepresented in the sample, this could have influenced the 

responses in a biased way. Additionally, mistakes in survey 

administration or design may have compromised the 

reliability of the results. For instance, some questions may 

have been vague or difficult to understand, resulting in 

replies that were inconsistent or incorrect. Furthermore, 

respondents might have given socially acceptable responses 

or might have misinterpreted the purpose of a few inquiries. 

Despite these drawbacks, the survey results offer useful 

information on a variety of code review-related topics, 

including the necessity of including code reviews in the 

software development life cycle, the significance of 

measuring their effectiveness in identifying security 

vulnerabilities, and strategies for alerting the development 

team to security vulnerabilities and ensuring they are fixed.  
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The results may be utilized by software development teams 

to increase the security of their software applications and 

their code review procedures. 

Future studies should focus on overcoming the limits of this 

survey by using more representative sample techniques, 

engaging a wider variety of participants, and enhancing 

survey administration and design to reduce response bias and 

guarantee the validity of the results. 
 

 

Fig. 1. Have you ever participated in a code review process? 

This inquiry is meant to find out whether the respondents have any prior knowledge of code review procedures. The answer 

choices are "Yes" and "No" in a closed-ended, binary choice inquiry. The answer to this question will provide information 

about the participants' background and understanding of code review procedures. 
 

 

Fig. 2. How important do you think it is to incorporate code reviews into the software development life cycle? 

This question seeks feedback from the participants on the value of including code reviews in the software development life 

cycle. The question has four options: "Very important," "Somewhat important," "Not very important," and "Not at all 

important." It is a closed-ended multiple choice question. The answers to this question will provide light on the value that code 

reviews are seen to have and how people perceive them in relation to the software development life cycle. 
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Fig. 3. What methods do you use to communicate security vulnerabilities to the development team and ensure they are 

addressed? 

For security risks to be handled quickly and effectively, 

good communication is essential. The following are some 

strategies for alerting the development team to security flaws 

and making sure they are fixed. The development team may 

better comprehend the kind and severity of a vulnerability by 

receiving reports or summaries that are clear and concise. 

This will allow the team to prioritize the repair of the 

vulnerability. holding conferences or conversations to 

examine vulnerabilities found and distribute duties for 

remedy by doing this, you can make sure that the 

development team is aware of the vulnerabilities and how to 

fix them and that they are free to ask any questions they may 

have. Monitoring remediation job progress using tracking 

tools or systems may assist the development team remain on 

track and make sure that vulnerabilities are fixed as soon as 

possible. It's crucial to adjust the communication strategy to 

the development team's requirements and preferences and to 

make sure that everyone is aware of the significance of fixing 

security vulnerabilities. 
 

 

Fig. 4. How do you ensure that code reviews are conducted by individuals with the appropriate level of expertise in the 

relevant programming languages and security concepts? 

For the process to be successful, it is crucial to make sure 

that code reviews are carried out by people with the right 

degree of knowledge. Participants may propose a variety of 

strategies to guarantee this, including giving instruction and 

training in relevant programming languages and security 

principles, allocating code reviews in accordance with 

individual expertise and experience, and creating precise 

standards for choosing code reviewers. Involving senior or 

experienced developers in the code review process to mentor 

and direct less experienced reviewers are two additional 

suggestions that may be made. Another is to conduct skills 

assessments or certification programs for code reviewers. 

So, we discussed code reviews' role in discovering software 

security problems. Code reviews are essential and should be 

part of the software development life cycle, participants 

agreed. Code reviews need clear rules, training, and a 

collaborative culture. Participants suggested tracking the 

number and severity of vulnerabilities found during code 

reviews, auditing or reviewing the code review process, and 

measuring the reduction in vulnerabilities over time. 

Participants suggested clear and concise reports or 

summaries of vulnerabilities, meetings, or discussions to 

review vulnerabilities and assign remediation tasks, and 

tracking tools or systems to monitor progress on remediation 

tasks to communicate security vulnerabilities to the 

development team. Finally, code reviews should be 

performed by experts in the programming languages and 

security concepts.  
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They advised teaching relevant programming languages 

and security topics and assigning code reviews by 

competence. The session stressed code reviews and 

recommended methods for spotting software security 

problems. 
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